* 1. Сопровождение объектов.

Таблица 1 – Сопровождение таблиц баз данных

| Таблица | Поле | Тип данных | Обязательное | Ограничения | Было | Стало | Результат |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Сотрудник (Employee) | Employee\_login | Varchar(50) | да | Length >= 8  [A-Z]{1,} [a-z]{1,} [!@#$%^&\*()]{1,} | create table if not exists Employee  (      Employee\_kod Serial not null constraint PK\_Employee primary key,      Employee\_surname Varchar(50) not null,      Employee\_name Varchar(50) not null,      Employee\_patronymic Varchar(50) null,      Employee\_login Varchar(50) not null,      Employee\_password Varchar(50) not null  ); | alter table public.employee  add constraint CH\_value\_employee\_login check (employee\_login similar to '%[A-Za-z]+[!@#$%^&\*()\_]+[A-Za-z]+%'),  add constraint CH\_length\_employee\_login  check (length(employee\_login) > 8)  alter table public.employee  add constraint CH\_value\_employee\_password  check (employee\_password similar to '%[A-Za-z]+[!@#$%^&\*()\_]+[A-Za-z]+%'),  add constraint CH\_length\_employee\_password  check (length(employee\_password) >= 8),  alter column employee\_patronymic set Default('-') |  |
| Employee\_password | Varchar(50) | да | Length >= 8  [A-Z]{1,} [a-z]{1,} [!@#$%^&\*()]{1,} |
| Employee\_kod | Int |  | Суррогатный ключ |
| Employee\_patronymic | Varchar(50) | нет | Default “-” |
| Зарегистрированные посетители (Registered visitors) | RV\_patronymic | Varchar(50) | Нет | Default “-” | create table if not exists Registered\_Visitors  (      RV\_surname Varchar(50) not null,      RV\_name Varchar(50) not null,      RV\_patronymic Varchar(50) null,      RV\_login Varchar(50) not null,      RV\_password Varchar(50) not null,      RV\_pasportS Varchar(5) not null,      RV\_pasportN Varchar(6) not null,      RV\_card Varchar(19) not null,      RV\_kod varchar(5) not null constraint PK\_Registered\_Visitors primary key  ); | alter table public.registered\_visitors  alter column rv\_patronymic set default('-'),  add constraint CH\_value\_rv\_login  check(rv\_login similar to '%[A-Za-z]+[!@#$%^&\*()\_]\*[A-Za-z]+%'),  add constraint CH\_lengrh\_rv\_login  check(length(rv\_login) >=8),  add constraint CH\_value\_rv\_password  check(rv\_password similar to '%[A-Za-z]+[!@#$%^&\*()\_]+[A-Za-z]+%'),  add constraint CH\_lengrh\_rv\_password  check(length(rv\_password) >=8),  add constraint CH\_value\_rv\_pasports  check (rv\_pasports similar to '%[0-9]{2}[0-9]{2}%'),  add constraint CH\_value\_rv\_pasportn  check (rv\_pasportn similar to '%[0-9]{6}%'),  add constraint CH\_value\_rv\_card  check (rv\_card similar to '%[0-9]{4}[0-9]{4}[0-9]{4}%'); |  |
| RV\_login | Varchar(50) | Да | Length >= 8  [A-Z]{1,} [a-z]{1,} [!@#$%^&\*()]{1,} |
| RV\_password | Varchar(50) | Да | Length >= 8  [A-Z]{1,} [a-z]{1,} [!@#$%^&\*()]{1,}[1-9]{1,} |
| RV\_pasportS | Varchar(5) | Да | [0-9]{2} [0-9]{2} |
| RV\_pasportN | Varchar(6) | Да | [0-9]{6} |
| RV\_card | Varchar(19) | Да | [0-9]{4} [0-9]{4} [0-9]{4} |
| RV\_kod | Int | Да | Суррогатный ключ |
| Незарегистрированные посетители (visitors) | V\_patonymic | Varchar(50) | нет | Default “Нет данных” | create table if not exists Visitors  (      V\_surname Varchar(50) not null,      V\_name Varchar(50) not null,      V\_patronymic Varchar(50) null,      V\_kod varchar(5) not null constraint PK\_Visitors primary key  ); | alter table visitors  alter column v\_patronymic set default('-') | - |
| V\_kod | Int | Да | Суррогатный ключ |
| Заказ (Orders) | Order\_name | Varchar(15) | Да | ЗКЗ-[0-9]{9}-[0-9]{2} | create table if not exists Orders  (      Order\_name Varchar(16) not null,      Order\_dishCount Int not null,      Order\_dishTime Time not null,      Order\_date Date not null,      Order\_openTime Time not null,      Order\_kod Serial not null constraint PK\_Orders primary key,      Table\_kod Int not null references Wood\_tables (Table\_kod),      Employee\_kod Int not null references Employee (Employee\_kod),      Status\_kod Int not null references Status (Status\_kod),      dish\_kod Int not null references dishes(dish\_kod)  ); | alter table orders  add constraint CH\_value\_order\_name  check(order\_name similar to '%ЗКЗ-[0-9]{9}-[0-9]{2}%'),  add constraint CH\_time\_order\_dishtime  check (order\_dishtime >= order\_opentime),  add constraint CH\_value\_order\_dishcount  check (order\_dishcount >=0); |  |
| Order\_dishCount | Int | Да | >=0 |
| Order\_dishTime | Time | Да | >=время открытия заказа |
| Order\_date | Date | Да | = Текущая дата |
| Order\_closeTime | Time | Да | = Текущее время |
| Order\_kod | Int | Да | Суррогатный ключ |
| Table\_kod | Int | Да | Внешний ключ |
| Employee\_kod | Int | Да | Внешний ключ |
| Status\_kod | Int | Да | Внешний ключ |
| Чек (Checkues) | Checkue\_number | Varchar(13) | Да | Уникальное  КЧ-[0-9]{7}/[0-9]{2} | create table if not exists Checkues  (      Checkue\_number Varchar(13) not null,      Checkue\_date Date not null,      Checkue\_time Time not null,      Checkue\_sumFinal Int not null,      Checkue\_sumGotten Int not null,      Checkue\_changeSum Int not null,      Checkue\_PayType Varchar(50) not null,      Checkue\_finalCost Int not null,      Checkue\_kod Serial not null constraint PK\_Checkues primary key,      Order\_kod Int not null references Orders(Order\_kod)  ); | alter table checkues  add constraint CH\_value\_checkue\_number  check (checkue\_number similar to '%КЧ-[0-9]{7}/[0-9]{2}%'),  add constraint UQ\_value\_checkue\_number unique(checkue\_number),  add constraint CH\_value\_checkue\_sumgotten  check(checkue\_sumgotten >= 0),  add constraint CH\_value\_checkue\_sumfinal  check(checkue\_sumfinal >= 0),  add constraint CH\_value\_checkue\_changesum  check(checkue\_changesum >= 0),  add constraint CH\_value\_checkue\_paytype  check(checkue\_paytype in ('Наличный','Безналичный')),  add constraint CH\_value\_checkue\_finalcost  check(checkue\_finalcost >=0); |  |
| Checkue \_date | Date | Да | =дата открытия заказа  >=время заказа порции |
| Checkue \_time | Time | Да | =время открытия заказа  >=время заказа порции |
| Checkue \_sumFinal | Int | Да | >=0 |
| Checkue\_sumGotten | Int | Да | >=0 |
| Checkue\_ changeSum | Int | Да | >=0 |
| Checkue\_PayType | Varchar(50) | Да | Наличный, Безналичный |
| Checkue\_finalCost | Int | Да | >=0 |
| Checkue\_kod | Int | Да | Суррогатный ключ |
| Order\_kodста | Int | Да | Внешний ключ |
| Поставщики(providers) | Provider\_house | Int | Да | >=0 | create table if not exists Providers  (      Provider\_city Varchar(50) not null,      Provider\_street Varchar(50) not null,      Provider\_house Int not null,      Provider\_flatNumber Int not null,      Provider\_name Varchar(50) not null,      Provider\_okpo Varchar(10) not null,      Provider\_kod Serial not null constraint PK\_Providers primary key  ); | alter table providers  add constraint CH\_value\_provider\_house  check(provider\_house >= 0),  add constraint CH\_value\_provider\_flatnumber  check(provider\_flatnumber >= 0),  add constraint CH\_value\_provider\_okpo  check(provider\_okpo similar to '%[0-9]{8,10}%'),  add constraint UQ\_value\_provider\_okpo unique(provider\_okpo); |  |
| Provider\_flatNumber | Int | Да | >=0 |
| Provider \_okpo | Varchar(10) | Да | Уникально  [0-9]{8,10} |
| Provider\_kod | Int | Да | Суррогатный ключ |
| Смета (Smeta) | Smeta\_date | Date | Да | =текущая дата | create table if not exists Smeta  (      Smeta\_date Date not null,      Smeta\_number Varchar(13),      Smeta\_kod Serial not null constraint PK\_Smeta primary key  ); | alter table public.smeta  add constraint CH\_value\_smeta\_number  check (smeta\_number similar to '%СП-[0-9]{7}-[0-9]{2}%'),  add constraint UQ\_value\_smeta\_number unique(smeta\_number); |  |
| Smeta\_number | Varchar(13) | Да | Уникальное  СП-[0-9]{7}-[0-9]{2} |
| Smeta\_kod | Int | Да | Суррогатный ключ |
| Стол (Tables) | Table\_placesCount | Int | Да | >0 | create table if not exists Wood\_tables  (      Table\_placesCount Int not null,      Wood\_table\_name Varchar(4) not null,      Table\_kod Serial not null constraint PK\_Wood\_Tables primary key,      Zona\_kod Int not null references Zones(Zona\_kod)  ); | alter table public.wood\_tables  add constraint CH\_value\_table\_placescount  check(table\_placescount >= 0),  add constraint CH\_value\_wood\_table\_name  check(wood\_table\_name similar to '%[А-Яа-ё]{1,2}[0-9]{1,2}%'),  add constraint UQ\_value\_wood\_table\_name unique(wood\_table\_name); | u |
| Table\_name | Varchar(4) | Да | Уникальное  [А-Я]{1,2}[0-9]{1,2} |
| Table\_kod | Int | Да | Суррогатный ключ |
| Zona\_kod | Int | Да | Внешний ключ |
| Блюда (Dishes) | Dish\_name | Varchar(50) | Да | Уникальное | create table if not exists Dishes  (      Dish\_name Varchar(50) not null,      Dish\_cost Int not null,      Dish\_weight Decimal(6,2) not null,      Dish\_picture Varchar(1) not null,      Dish\_kod Serial not null constraint PK\_Dishes primary key  ); | alter table dishes  add constraint UQ\_value\_dish\_name unique(dish\_name),  add constraint CH\_value\_dish\_cost  check(dish\_cost >=0),  add constraint CH\_value\_dish\_weight  check(dish\_weight >=0),  alter column dish\_picture set default('no data');  alter table dishes  add column dish\_picture varchar;  update dishes  set dish\_picture = 'null\_1'  where  dish\_name = 'Филе порося';  update dishes  set dish\_picture = 'null\_2'  where  dish\_name = 'Суп мечты';  update dishes  set dish\_picture = 'null\_3'  where  dish\_name = 'Картофель по своему';  update dishes  set dish\_picture = 'null\_4'  where  dish\_name = 'Мясная тарелка';  update dishes  set dish\_picture = 'null\_5'  where  dish\_name = 'Гарнир офощной'; | alter table dishes  add constraint UQ\_value\_dish\_name unique(dish\_name),  add constraint CH\_value\_dish\_cost  check(dish\_cost >=0),  add constraint CH\_value\_dish\_weight  check(dish\_weight >=0),  alter column dish\_picture set default('no data'); |
| Dish\_cost | Int | Да | >=0 |
| Dish\_weight | Decimal(4,2) | Да | >=0 |
| Dish\_picture | Varchar() | Да | Default “Нет данных” |
| Dish\_kod | Int | Да | Суррогатный ключ |
| Dish\_picture | Varchar | Да | Уникальное |
| Статус (Status) | Status\_value | Varchar(50) | Да | выдан, ожидается, в готовке | create table if not exists Status  (      Status\_value Varchar(50) not null,      Status\_kod Serial not null constraint PK\_Status primary key  ); | alter table status  add constraint CH\_value\_status\_value  check(status\_value in ('Выдан','Ожидается','В готовке')) |  |
| Status\_kod | Int | Да | Суррогатный ключ |
| Зона (Zones) | Zona\_name | Varchar(100) | Да | Уникальное | create table if not exists Zones  (      Zona\_name Varchar(100) not null,      Zona\_kod Serial not null constraint PK\_Zones primary key  ); | alter table zones  add constraint UQ\_value\_zona\_name unique(zona\_name); |  |
| Zona\_kod | Int | Да | Суррогатный ключ |
| Ингредиенты(ingredientes) | Ingredient\_name | Varchar(50) | Да | Уникальное | create table if not exists Ingredientes  (      Ingredient\_name Varchar(50) not null,      Ingredient\_kod Serial not null constraint PK\_Ingredientes primary key  ); | alter table public.ingredientes  add constraint UQ\_value\_ingredient\_name unique(ingredient\_name) |  |
| Ingredient\_kod | Int | Да | Суррогатный ключ |
| Индивидуальные заказы (IndividualOrders) | IndividualOrder\_kod | Int | Да | Суррогатный ключ | create table if not exists IndividualOrders  (      IndividualOrder\_kod Serial not null constraint PK\_IndividualOrders primary key,      Order\_kod Int not null references Orders(Order\_kod),      V\_kod varchar(5) not null,      person\_cost Int not null  ); | alter table public.individualorders  add constraint CH\_value\_person\_cost  check(person\_cost >= 0) |  |
| Order\_kod | Int | Да | Внешний ключ |
| V\_kod | Int | Да | Внешний ключ |
| RV\_kod | Int | Да | Внешний ключ |
| Person\_cost | Int | Да | >=0 |
| Закупка ингредиентов (PurchaseIngredient) | Purchase\_kod | Int | Да | Суррогатный ключ | create table if not exists PurchaseIngredient  (  Purchase\_kod Serial not null constraint PK\_PurchaseIngredient primary key,  Ingredient\_weight Int not null,  Shipment\_kod Int not null references Shipments (Shipment\_kod),  Ingredient\_kod Int not null references Ingredientes(Ingredient\_kod)  ); | alter table public.purchaseingredient  add constraint CH\_value\_ingredient\_weight  check(ingredient\_weight >= 0) |  |
| Ingredient\_weight | Int | Да | >=0 |
| Shipment\_kod | Int | Да | Внешний ключ |
| Ingredient\_kod | Int | Да | Внешний ключ |
| Поставки (Shipments) | Shipment\_kod | Int | Да | Суррогатный ключ | create table if not exists Shipments  (  Shipment\_kod Serial not null constraint PK\_Shipments primary key,  Smeta\_kod Int not null references Smeta (Smeta\_kod),  Provider\_kod Int not null references Providers(Provider\_kod)  ); |  |  |
| Smeta\_kod | Int | Да | Внешний ключ |
| Provider\_kod | Int | Да | Внешний ключ |
| Состав блюд (Sostav) | Sostav\_kod | Int | Да | Суррогатный ключ | create table if not exists Sostav  (  Sostav\_kod Serial not null constraint PK\_Sostav primary key,  Ingredient\_kod Int not null references Ingredientes(Ingredient\_kod),  Dish\_kod Int not null references Dishes(Dish\_kod)  ); |  |  |
| Ingredient\_kod | Int |  | Внешний ключ |
| Dish\_kod | Int |  | Внешний ключ |
| Бронирование (booking) | Book\_kod | Int | Да | Сурргоатный ключ |  | create table if not exists booking  (  booking\_kod serial not null constraint pk\_booking\_kod primary key,  book\_number varchar(16) not null  constraint ch\_value\_booking\_number  check (book\_number similar to '%БР/[0-9]{2}/[0-9]{10}%'),  book\_making\_date date not null,  book\_making\_time time not null,    book\_plan\_date date not null  constraint ch\_value\_plan\_date  check(book\_plan\_date >book\_making\_date),    book\_plan\_time time not null constraint ch\_value\_plan\_time  check (book\_plan\_time > book\_making\_time),    book\_guests\_count int not null constraint ch\_value\_guests\_count  check(book\_guests\_count >=1),  rv\_kod varchar(5) not null references public.registered\_visitors(rv\_kod),  v\_kod varchar(5) not null references public.visitors(v\_kod),  wood\_table\_kod int not null references public.wood\_tables(table\_kod)  )  create index if not exists index\_booking\_kod on booking(booking\_kod);  create index if not exists index\_plan\_timedate on booking(book\_plan\_date, book\_plan\_date);  create index if not exists index\_making\_timedate on booking(book\_making\_date, book\_making\_time); |  |
| Book\_number | Varchar(16) | Да | БР/[0-9]{2}/[0-9]{10} |
| Book\_making\_date | date | Да | >= текущая дата |
| Book\_making\_time | time | Да | >= текущая время |
| Book\_plan\_date | Date | Да | >= дата создания брони |
| Book\_plan\_time | time | Да | >= время создания брони |
| Book\_guests\_count | int | Да | >= количество мест стола  >= 1 |
| Rv\_kod | varchar(5) | Да | венишний ключ |
| V\_kod | varchar(5) | Да | венишний ключ |
| Wood\_table\_kod | varchar(5) | Да | венишний ключ |
| Предварительные заказы(planning\_orders) | Planning\_orders\_kod | int | Да | Сурргоатный ключ |  | create table if not exists planning\_orders  (  planning\_order\_kod serial not null constraint pk\_planning\_order\_kod primary key,  order\_kod int not null references orders(order\_kod),  book\_kod int not null references booking(booking\_kod)  );  create index if not exists index\_planning\_order\_kod on planning\_orders(planning\_order\_kod); | - |
| Order\_kod | int | Да | венишний ключ |
| Book\_kod | int | Да | венишний ключ |
| Состав блюд бронирования(planning\_dishes) | dish \_kod | int | Да | венишний ключ |  | create table if not exists planning\_dishes  (  planning\_dishes\_kod serial not null constraint pk\_plan\_dish\_kod primary key,  planning\_dishes\_time time not null,  dish\_kod int not null references dishes(dish\_kod),  book\_kod int not null references booking(booking\_kod)  );  create index if not exists index\_planing\_dishes\_kod on planning\_dishes(planning\_dishes\_kod); | - |
| planning\_dishes\_time | int | Да | <= время посещения |
| Book\_kod | int | Да | венишний ключ |
| Planning\_dishes\_kod | int | да | Сурргоатный ключ |

1. Сопровождение хранимых процедур:
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![](data:image/png;base64,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)

* 1. Набор тестовых сценариев для сопровождения хранимых процедур;

Таблица 2 – Сценарии тестирования

| **№ Сценария** | **Характеристики** |
| --- | --- |
|  | ***Краткое описание теста*** |
| Ввод существующего стола, с выводом сообщения об ошибке. |
| ***Поля ввода*** |
| Номер стола. |
| ***Вводимые данные*** |
| Д2 |
| ***Ожидаемый результат*** |
| Указанный стол уже есть в таблице! |
|  | ***Краткое описание теста*** |
| Автоматическое формирование номера бронирования. |
| ***Поля ввода*** |
| Дата и время формирования, Код-ключ стола, Код-ключ посетителя, дата и время посещения, количество гостей. |
| ***Вводимые данные*** |
| Дата и время формирования: 01.03.2024 10:10:10, Стол: ОБ2, Посетитель: IvanovII, дата и время посещения: 02.03.2024 11:11:00, количество: 1 |
| ***Ожидаемый результат*** |
| БР/24/0000000004 |
|  | ***Краткое описание теста*** |
| Удаление существующего ингредиента, у которого есть блюдо |
| ***Поля ввода*** |
| Код-ключ ингредиента |
| ***Вводимые данные*** |
| Ингредиент: Перец |
| ***Ожидаемый результат*** |
| Выбранный ингредиент не возможно удалить, так как к нему привязано блюдо. |
|  | ***Краткое описание теста*** |
| Проверка на ввод существующего ингредиента к существующему блюду. |
| ***Поля ввода*** |
| Код-ключ блюда, Код-ключ ингредиента. |
| ***Вводимые данные*** |
| Блюдо: Суп мечты, Ингредиент: Огурцы. |
| ***Ожидаемый результат*** |
| Указанный ингредиент уже есть у указанного блюда. |
|  | ***Краткое описание теста*** |
| Перерасчёт стоимости существующего заказа с добавлением новой позиции |
| ***Поля ввода*** |
| Код-Ключ заказа, Код-Ключ блюда, количество позиции |
| ***Вводимые данные*** |
| Заказ: ЗКЗ-000000001-23, Блюдо: «Как бы здоровое питание», количество: 1. |
| ***Ожидаемый результат*** |
| 3990 р. |

|  |  |  |  |
| --- | --- | --- | --- |
| **№ Сценария** | Скрипт | Результат | Статус тестирования |
|  | create or replace procedure wood\_tables\_Insert(p\_table\_placescount int, p\_wood\_table\_name Varchar(4),  p\_zona\_kod int)  language plpgsql  as $$  begin  insert into wood\_tables(table\_placescount, wood\_table\_name, zona\_kod)  values (p\_table\_placescount, p\_wood\_table\_name, p\_zona\_kod);  exception when others then  raise notice 'Такой стол уже существует в таблице';  end;  $$; |  | Пройден |
|  | call booking\_insert('2024.01.03', '10:10:10', '02.03.2024', '11:11:00', 1,1, 'зп1');  create procedure booking\_insert(p\_book\_making\_date date,  p\_book\_making\_time time, p\_book\_plan\_date date,  p\_book\_plan\_time time, p\_book\_guests\_count int, p\_wood\_table\_kod int, p\_v\_kod varchar(5))  language plpgsql  as $$  declare p\_new\_book\_number text:= 1 + count(\*) from booking;  declare p\_new\_book\_year text:= right(left(p\_book\_plan\_date::text, 4),2);  declare p\_loop\_max\_length int= 10 - length(p\_new\_book\_number);  declare p\_new\_number varchar(10) := '';  declare p\_booking\_number text = '';  begin  for i in 1..p\_loop\_max\_length loop  p\_new\_number := p\_new\_number||'0';  end loop;  p\_booking\_number := 'БР/'||p\_new\_book\_year||'/'||p\_new\_number||p\_new\_book\_number;    insert into booking(book\_number,book\_making\_date,book\_making\_time,book\_plan\_date,  book\_plan\_time,book\_guests\_count,wood\_table\_kod,v\_kod)  values(p\_booking\_number, p\_book\_making\_date,  p\_book\_making\_time,p\_book\_plan\_date,  p\_book\_plan\_time, p\_book\_guests\_count,p\_wood\_table\_kod, p\_v\_kod);  end;  $$; |  | Пройден |
|  | create or replace procedure ingredientes\_delete(p\_ingredient\_kod int)  language plpgsql  as $$  declare p\_count\_of\_usage int = count(\*) from sostav  where ingredient\_kod = p\_ingredient\_kod;  begin  if (p\_count\_of\_usage > 0) then  raise notice 'Данный ингредиент уже используется';  else  delete from ingredientes  where  ingredient\_kod = p\_ingredient\_kod;  end if;  end;  $$;  call ingredientes\_delete(1); |  | Пройден |
|  | create or replace procedure sostav\_Insert(p\_ingredient\_kod int, p\_dish\_kod int)  language plpgsql  as $$  declare count\_of\_usage int = count(\*) from sostav  where  ingredient\_kod = p\_ingredient\_kod and  dish\_kod = p\_dish\_kod;  begin  if (count\_of\_usage > 0) then  raise notice 'такой ингредмент уже есть у блюда';  else  insert into sostav(ingredient\_kod, dish\_kod)  values (p\_ingredient\_kod, p\_dish\_kod);  end if;  end;  $$;  call sostav\_insert(1,1); |  | Пройден |
|  | create or replace procedure orders\_Insert(p\_order\_name Varchar(15), p\_order\_dishcount int,  p\_order\_dishtime time, p\_order\_date date,  p\_order\_opentime time, p\_table\_kod int,p\_empoyee\_kod int,  p\_status\_kod int, p\_dish\_kod Int)  language plpgsql  as $$  declare total\_cost decimal(7,2)= sum(dish\_cost \* p\_order\_dishcount) from orders  join dishes on dishes.dish\_kod = p\_dish\_kod  where order\_name = p\_order\_name;  begin  update checkues set  checkue\_sumfinal = total\_cost  where checkues.order\_name = p\_order\_name;  insert into orders(order\_name, order\_dishcount, order\_dishtime, order\_date, order\_opentime, table\_kod,employee\_kod,  status\_kod, dish\_kod)  values (p\_order\_name, p\_order\_dishcount,  p\_order\_dishtime, p\_order\_date,  p\_order\_opentime, p\_table\_kod,p\_empoyee\_kod,  p\_status\_kod, p\_dish\_kod);  end;  $$;  call orders\_insert('ЗКЗ-000000001-23', 2, '14:05:01', '2023.09.01', '14:00:24', 3, 1, 1, 1); |  | Пройден |

Как мне обратться к другой таблице, 3 процедура, в пятой не понятно где это должно происходить, разница между as и begin

|  |  |  |
| --- | --- | --- |
|  | create or replace procedure Checkue\_Insert(p\_Checkue\_number Varchar(13), p\_Checkue\_date Date, p\_Checkue\_time Time,  p\_Checkue\_sumFinal Int, p\_Checkue\_sumGotten Int, p\_Checkue\_changeSum Int, p\_Checkue\_PayType Varchar(50),  p\_Checkue\_finalCost Int, p\_Order\_kod Int)  language plpgsql  as $$  declare metteng\_count int := count(\*) from checkues where checkue\_number = p\_Checkue\_number;  begin  if (metteng\_count > 0) then  raise notice 'such check is already in base';  else  insert into checkues(Checkue\_number, Checkue\_date, Checkue\_time,  Checkue\_sumFinal, Checkue\_sumGotten, Checkue\_changeSum, Checkue\_PayType,  Checkue\_finalCost, Order\_kod)  values (p\_Checkue\_number, p\_Checkue\_date, p\_Checkue\_time,  p\_Checkue\_sumFinal, p\_Checkue\_sumGotten, p\_Checkue\_changeSum, p\_Checkue\_PayType,  p\_Checkue\_finalCost, p\_Order\_kod);  end if;  end;  $$; |  |
|  | create or replace procedure Dishes\_Insert(p\_dish\_name Varchar(50), p\_dish\_cost int, p\_dish\_weight Decimal(4,2), p\_dish\_picture Varchar(1))  language plpgsql  as $$  declare meeting\_count int := count(\*) from dishes where dish\_name = p\_dish\_name;  begin  if (meeting\_count > 0) then  raise notice 'such dish is already it table';  else  insert into dishes(dish\_name, dish\_cost, dish\_weight, dish\_picture)  values (p\_dish\_name, p\_dish\_cost, p\_dish\_weight, p\_dish\_picture);  end if;  end;  $$; |  |
|  | create or replace procedure Dishes\_Delete(p\_dish\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from orders where orders.dish\_kod = p\_dish\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such dish is used';  else  delete from dishes  where  dish\_kod = p\_dish\_kod;  end if;  end;  $$; |
|  | create or replace procedure Employee\_Insert(p\_employee\_surname Varchar(50),  p\_employee\_name Varchar(50), p\_employee\_patronymic Varchar(50), p\_employee\_login Varchar(50), p\_employee\_password Varchar(50))  language plpgsql  as $$  declare meeting\_count int := count(\*) from Employee where employee\_login = p\_employee\_login;  begin  if (meeting\_count > 0) then  raise notice 'such dish is used';  else  insert into employee(employee\_surname,  employee\_name,employee\_patronymic, employee\_login, employee\_password)  values (p\_employee\_surname,  p\_employee\_name,p\_employee\_patronymic, p\_employee\_login, p\_employee\_password);  end if;  end;  $$; |  |
|  | create or replace procedure Employee\_Delete(p\_employee\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from orders where orders.employee\_login = p\_employee\_login;  begin  if (meeting\_count > 0) then  raise notice 'employee is working lol';  else  delete from employee  where  employee\_kod = p\_employee\_kod;  end if;  end;  $$; |
|  | create or replace procedure individualorders\_Insert(p\_order\_kod int, p\_v\_kod varchar(5),  p\_person\_cost int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from individualorders\_Insert  where order\_kod = p\_order\_kod and \_v\_kod = p\_v\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such relation is made';  else  insert into individualorders(order\_kod,  v\_kod, person\_cost)  values (p\_order\_kod, p\_v\_kod, p\_person\_cost);  end if;  end;  $$; |  |
|  | create or replace procedure orders\_Delete(p\_order\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from checkues where checkues.order\_kod = p\_order\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such order is in documentation';  else  delete from orders  where  order\_kod = p\_order\_kod;  end if;  end;  $$; |  |
|  | create or replace procedure providers\_Insert(p\_provider\_city Varchar(50), p\_provider\_street Varchar(50),  p\_provider\_house int, p\_provider\_flatnumber int,  p\_provider\_name Varchar(50), p\_provider\_okpo Varchar(50))  language plpgsql  as $$  declare meeting\_count int := count(\*) from providers where provider\_name = p\_provider\_name;  begin  if (meeting\_count > 0) then  raise notice 'such provider if made';  else  insert into providers(provider\_city, provider\_street, provider\_house, provider\_flatnumber,  provider\_name, provider\_okpo)  values (p\_provider\_city, p\_provider\_street, p\_provider\_house, p\_provider\_flatnumber,  p\_provider\_name, p\_provider\_okpo);  end if;  end;  $$; |  |
|  | create or replace procedure providers\_Delete(p\_provider\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from shipments where shipments.provider\_kod = p\_provider\_kod;  begin  if (meeting\_count > 0) then  raise notice 'provider is used';  else  delete from providers  where  provider\_kod = p\_provider\_kod;  end if;  end;  $$; |
|  | create or replace procedure purchaseingredient\_Insert(p\_ingredient\_weight int, p\_shipment\_kod int,  p\_ingredient\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from purchaseingredient  where shipment\_kod = p\_shipment\_kod and ingredient\_kod = p\_ingredient\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such purchase is made';  else  insert into purchaseingredient(ingredient\_weight,shipment\_kod,ingredient\_kod)  values (p\_ingredient\_weight, p\_shipment\_kod, p\_ingredient\_kod);  end if;  end;  $$; |  |
|  | create or replace procedure registered\_visitors\_Insert(p\_rv\_surname Varchar(50), p\_rv\_name Varchar(50),  p\_rv\_patronymic Varchar(50), p\_rv\_login Varchar(50),  p\_rv\_password Varchar(50), p\_rv\_pasports Varchar(5),  p\_rv\_pasportn Varchar(6), p\_rv\_card Varchar(19), p\_rv\_kod varchar(5))  language plpgsql  as $$  declare meeting\_count int := count(\*) from registered\_visitors where rv\_login = p\_rv\_login;  begin  if (meeting\_count > 0) then  raise notice 'such person is added';  else  insert into registered\_visitors(rv\_surname, rv\_name,  rv\_patronymic, rv\_login,  rv\_password, rv\_pasports,  rv\_pasportn, rv\_card, rv\_kod)  values (p\_rv\_surname, p\_rv\_name,  p\_rv\_patronymic, p\_rv\_login,  p\_rv\_password, p\_rv\_pasports,  p\_rv\_pasportn, p\_rv\_card, p\_rv\_kod);  end if;  end;  $$; |  |
|  | create or replace procedure shipments\_Insert(p\_smeta\_kod int, p\_provider\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from shipments  where smeta\_kod = p\_smeta\_kod and provider\_kod = p\_provider\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such shipment is made';  else  insert into shipments(smeta\_kod, provider\_kod)  values (p\_smeta\_kod, p\_provider\_kod);  end if;  end;  $$; |  |
|  | create or replace procedure shipments\_Delete(p\_shipment\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from purchaseingredient where shipment\_kod = p\_shipment\_kod;  begin  if (meeting\_count > 0) then  raise notice 'shipment is used';  else  delete from shipments  where  shipment\_kod = p\_shipment\_kod;  end if;  end;  $$; |
|  | create or replace procedure smeta\_Insert(p\_smeta\_date date, p\_smeta\_number Varchar(13))  language plpgsql  as $$  declare meeting\_count int := count(\*) from smeta where smeta\_number = p\_smeta\_number;  begin  if (meeting\_count > 0) then  raise notice 'such smeta is made';  else  insert into smeta(smeta\_date, smeta\_number)  values (p\_smeta\_date, p\_smeta\_number);  end if;  end;  $$; |  |
|  | create or replace procedure smeta\_Delete(p\_smeta\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from shipments where smeta\_kod = p\_smeta\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such smeta is used';  else  delete from smeta  where  smeta\_kod = p\_smeta\_kod;  end if;  end;  $$; |
|  | create or replace procedure status\_Insert(p\_status\_value varchar(50))  language plpgsql  as $$  declare meeting\_count int := count(\*) from status where status\_value = p\_status\_value;  begin  if (meeting\_count > 0) then  raise notice 'such dish is used';  else  insert into status(status\_value)  values (p\_status\_value);  end if;  end;  $$; |  |
|  | create or replace procedure status\_Delete(p\_status\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from orders where status\_kod = p\_status\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such status is used';  else  delete from status  where  status\_kod = p\_status\_kod;  end if;  end;  $$; |
|  | create or replace procedure visitors\_Insert(p\_v\_surname varchar(50), p\_v\_name varchar(50),  p\_v\_patronymic varchar(50), p\_v\_kod varchar(5))  language plpgsql  as $$  declare meeting\_count int := count(\*) from visitors where v\_kod = p\_v\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such visitor is made';  else  insert into visitors(v\_surname, v\_name, v\_patronymic, v\_kod)  values (p\_v\_surname, p\_v\_name, p\_v\_patronymic, p\_v\_kod);  end if;  end;  $$; |  |
|  | create or replace procedure visitors\_Delete(p\_v\_kod varchar(5))  language plpgsql  as $$  declare meeting\_count int := count(\*) from individualorders where v\_kod = p\_v\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such visitor is used';  else  delete from visitors  where  v\_kod = p\_v\_kod;  end if;  end;  $$; |
|  | create or replace procedure wood\_tables\_Delete(p\_table\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from orders where table\_kod = p\_table\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such table is used';  else  delete from wood\_tables  where  table\_kod = p\_table\_kod;  end if;  end;  $$; |  |
|  | create or replace procedure zones\_Insert(p\_zona\_name varchar(50))  language plpgsql  as $$  declare meeting\_count int := count(\*) from zones where zona\_name = p\_zona\_name;  begin  if (meeting\_count > 0) then  raise notice 'such zone is made';  else  insert into zones(zona\_name)  values (p\_zona\_name);  end if;  end;  $$; |  |
|  | create or replace procedure zones\_Delete(p\_zona\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from wood\_tables where p\_zona\_kod = p\_zona\_kod;  begin  if (meeting\_count > 0) then  raise notice 'such zone is used';  else  delete from zones  where  zona\_kod = p\_zona\_kod;  end if;  end;  $$; |
|  | create procedure booking\_update(p\_booking\_number Varchar(17), p\_book\_making\_date date,  p\_book\_making\_time time, p\_book\_plan\_date date,  p\_book\_plan\_time time, p\_book\_guests\_count int, p\_wood\_table\_kod int, p\_v\_kod varchar(5))  language plpgsql  as $$  begin  update booking set  book\_making\_date = p\_book\_making\_date,  book\_making\_time = p\_book\_making\_time,  book\_plan\_date = p\_book\_plan\_date,  book\_plan\_time = p\_book\_plan\_time,  book\_guests\_count = p\_book\_guests\_count,  wood\_table\_kod = p\_wood\_table\_kod,  v\_kod = p\_v\_kod  where book\_number = p\_booking\_number;    end;  $$; |  |
|  | create or replace procedure booking\_update(p\_booking\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from planning\_orders where planning\_orders.book\_kod = p\_booking\_kod ;  begin  if (p\_booking\_number > 0) then  raise notice 'such booking is used';  else  update booking set  book\_making\_date = p\_book\_making\_date,  book\_making\_time = p\_book\_making\_time,  book\_plan\_date = p\_book\_plan\_date,  book\_plan\_time = p\_book\_plan\_time,  book\_guests\_count = p\_book\_guests\_count,  wood\_table\_kod = p\_wood\_table\_kod,  v\_kod = p\_v\_kod;  where book\_number = p\_booking\_number;  end if;  end;  $$; |  |
|  | create procedure booking\_delete(p\_booking\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from planning\_orders where book\_kod = p\_booking\_kod;  begin  if (meeting\_count > 0) then  raise notice 'this booking is used';  else  delete from booking  where booking\_kod = p\_booking\_kod;  end if;  end;  $$; |  |
|  | create procedure planning\_orders\_insert(p\_order\_kod int, p\_book\_kod int)  language plpgsql  as $$  declare meeting\_count int := count(\*) from planning\_orders  where order\_kod = p\_order\_kod and book\_kod = p\_book\_kod;  begin  if (meeting\_count > 0) then  raise notice 'this plan is made';  else  insert into booking(order\_kod, book\_kod)  values (p\_order\_kod, p\_book\_kod);  end if;  end;  $$; |  |
|  | create procedure planning\_orders\_update(p\_order\_kod int, p\_book\_kod int, p\_planning\_order\_kod int)  language plpgsql  as $$  begin  update planning\_orders set  order\_kod = p\_order\_kod,  book\_kod = p\_book\_kod,  planning\_order\_kod = p\_planning\_order\_kod  where planning\_order\_kod = p\_planning\_order\_kod;  end;  $$; |
|  | create procedure planning\_orders\_delete(p\_planning\_order\_kod int)  language plpgsql  as $$  begin  delete from planning\_orders  where planning\_order\_kod = p\_planning\_order\_kod;  end;  $$; |
|  | create or replace procedure planning\_dishes\_delete(p\_planning\_dishes\_kod int)  language plpgsql  as $$  begin  delete from planning\_dishes  where planning\_dishes\_kod = p\_planning\_dishes\_kod;  end;  $$; |
|  | create procedure planning\_dishes\_update(p\_planning\_dishes\_time time, p\_dish\_kod int,  p\_book\_kod int, p\_planning\_dishes\_kod int)  language plpgsql  as $$  begin  update planning\_dishes set  planning\_dishes\_time = p\_planning\_dishes\_time,  dish\_kod = p\_dish\_kod,  book\_kod = p\_book\_kod  where planning\_dishes\_kod = p\_planning\_dishes\_kod;  end;  $$; |  |
|  | create procedure planning\_dishes\_insert(p\_planning\_dishes\_time time, p\_dish\_kod int, p\_book\_kod int)  language plpgsql  as $$  begin  insert into planning\_dishes(planning\_dishes\_time, dish\_kod, book\_kod)  values (p\_planning\_dishes\_time, p\_dish\_kod, p\_book\_kod);  end;  $$; |

| Роли | | Официант | Зарегистрированный посетитель | Посетитель | Шеф | Администратор |
| --- | --- | --- | --- | --- | --- | --- |
| Название объекта | Функции |
| Checkue\_Insert | Вызов | X |  |  |  |  |
| Checkues\_update | Вызов | X |  |  |  |  |
| Checkues\_Delete | Вызов | X |  |  |  |  |
| Dishes\_Insert | Вызов |  |  |  | X |  |
| Dishes\_Update | Вызов |  |  |  | X |  |
| Dishes\_Delete | Вызов |  |  |  | X |  |
| Employee\_Insert | Вызов |  |  |  | X | X |
| Employee\_Update | Вызов | X |  |  | X | X |
| Employee\_Delete | Вызов |  |  |  |  | X |
| individualorders\_Insert | Вызов | X |  |  |  |  |
| individualorders\_Update | Вызов | X |  |  |  |  |
| individualorders\_Delete | Вызов | X |  |  |  |  |
| ingredientes\_Insert | Вызов |  |  |  | X |  |
| ingredientes\_Update | Вызов |  |  |  | X |  |
| ingredientes\_Delete | Вызов |  |  |  | X |  |
| orders\_Insert | Вызов | X |  |  |  |  |
| orders\_Update | Вызов | X |  |  |  |  |
| orders\_Delete | Вызов | X |  |  |  |  |
| providers\_Insert | Вызов |  |  |  | X | X |
| providers\_Update | Вызов |  |  |  | X | X |
| providers\_Delete | Вызов |  |  |  | X | X |
| purchaseingredient\_Insert | Вызов |  |  |  | X | X |
| purchaseingredient\_Update | Вызов |  |  |  | X |  |
| purchaseingredient\_Delete | Вызов |  |  |  | X |  |
| registered\_visitors\_Insert | Вызов | X |  |  | X | X |
| registered\_visitors\_Update | Вызов | X | X |  |  | X |
| registered\_visitors\_Delete | Вызов |  |  |  |  | X |
| shipments\_Insert | Вызов |  |  |  | X |  |
| shipments\_Update | Вызов |  |  |  | X |  |
| shipments\_Delete | Вызов |  |  |  | X |  |
| smeta\_Insert | Вызов |  |  |  | X | X |
| smeta\_Update | Вызов |  |  |  | X | X |
| smeta\_Delete | Вызов |  |  |  | X | X |
| sostav\_Insert | Вызов |  |  |  | X |  |
| sostav\_Update | Вызов |  |  |  | X |  |
| sostav\_Delete | Вызов |  |  |  | X |  |
| status\_Insert | Вызов | X |  |  |  |  |
| status\_Update | Вызов | X |  |  |  |  |
| status\_Delete | Вызов | X |  |  |  |  |
| visitors\_Insert | Вызов | X |  |  |  | X |
| visitors\_Update | Вызов | X |  | X |  | X |
| visitors\_Delete | Вызов |  |  |  |  | X |
| wood\_tables\_Insert | Вызов |  |  |  |  | X |
| wood\_tables\_Update | Вызов |  |  |  |  | X |
| wood\_tables\_Delete | Вызов |  |  |  |  | X |
| zones\_Insert | Вызов |  |  |  |  | X |
| zones\_Update | Вызов |  |  |  |  | X |
| zones\_Delete | Вызов |  |  |  |  | X |
| Booking\_insert | Вызов |  | X | X |  | X |
| Booking\_update | Вызов |  | X | X |  | X |
| Booking\_delete | Вызов |  | X | X |  | X |
| planning\_orders\_insert | Вызов |  | X | X |  |  |
| planning\_orders\_delete | Вызов |  | X | X |  |  |
| planning\_orders\_upadete | Вызов |  | X | X |  |  |
| planning\_dishes\_insert | Вызов |  |  |  |  |  |
| planning\_dishes\_update | Вызов |  |  |  |  |  |
| planning\_dishes\_delete | Вызов |  |  |  |  |  |

| Название роли | Название объекта | Функция | Скрипт |
| --- | --- | --- | --- |
| Res\_waiter | status\_Insert | Execute | grant execute on procedure status\_Insert to res\_waiter; |
| status\_Update | grant execute on procedure status\_Update to res\_waiter; |
| status\_Delete | grant execute on procedure status\_Delete to res\_waiter; |
| visitors\_Insert | grant execute on procedure visitors\_Insert to res\_waiter; |
| registered\_visitors\_Insert | grant execute on procedure registered\_visitors\_Insert to res\_waiter; |
| registered\_visitors\_Update | grant execute on procedure registered\_visitors\_Update to res\_waiter; |
| orders\_Insert | grant execute on procedure orders\_Insert to res\_waiter; |
| orders\_Update | grant execute on procedure orders\_Update to res\_waiter; |
| orders\_Delete | grant execute on procedure orders\_Delete to res\_waiter; |
| individualorders\_Insert | grant execute on procedure individualorders\_Insert to res\_waiter; |
| individualorders\_Update | grant execute on procedure individualorders\_Update to res\_waiter; |
| individualorders\_Delete | grant execute on procedure individualorders\_Delete to res\_waiter; |
| Checkues\_Delete | grant execute on procedure Checkues\_Delete to res\_waiter; |
| Employee\_Update | grant execute on procedure Employee\_Update to res\_waiter; |
| Res\_guest | registered\_visitors\_Update | Execute | grant execute on procedure registered\_visitors\_Update to res\_guest; |
| visitors\_Update | grant execute on procedure booking\_insert to res\_guest; |
| booking \_insert | grant execute on procedure booking\_delete to res\_guest; |
| booking \_delete | grant execute on procedure booking\_update to res\_guest; |
| booking \_upadete | grant execute on procedure planning\_dishes\_insert to res\_guest; |
| planning\_dishes\_insert | grant execute on procedure planning\_dishes\_update to res\_guest; |
| planning\_dishes\_update |
| planning\_dishes\_delete | grant execute on procedure planning\_dishes\_delete to res\_guest; |
| Res\_dguest | visitors\_Update | Execute | grant execute on procedure visitors\_Update to res\_guest; |
| booking \_insert | grant execute on procedure booking\_insert to res\_dguest; |
| booking \_delete | grant execute on procedure booking\_delete to res\_dguest; |
| booking \_upadete | grant execute on procedure booking\_update to res\_dguest; |
| planning\_dishes\_insert | grant execute on procedure planning\_dishes\_insert to res\_dguest; |
| planning\_dishes\_update | grant execute on procedure planning\_dishes\_update to res\_dguest; |
| planning\_dishes\_delete | grant execute on procedure planning\_dishes\_delete to res\_dguest; |
| Res\_chef | shipments\_Insert | Execute | grant execute on procedure shipments\_Insert to res\_chef; |
| shipments\_Update | grant execute on procedure shipments\_Update to res\_chef; |
| shipments\_Delete | grant execute on procedure shipments\_Delete to res\_chef; |
| smeta\_Insert | grant execute on procedure smeta\_Insert to res\_chef; |
| smeta\_Update | grant execute on procedure smeta\_Update to res\_chef; |
| smeta\_Delete | grant execute on procedure smeta\_Delete to res\_chef; |
| sostav\_Insert | grant execute on procedure sostav\_Insert to res\_chef; |
| sostav\_Update | grant execute on procedure sostav\_Update to res\_chef; |
| sostav\_Delete | grant execute on procedure sostav\_Delete to res\_chef; |
| providers\_Insert | grant execute on procedure providers\_Insert to res\_chef; |
| providers\_Update | grant execute on procedure providers\_Update to res\_chef; |
| providers\_Delete | grant execute on procedure providers\_Delete to res\_chef; |
| purchaseingredient\_Insert | grant execute on procedure purchaseingredient\_Insert to res\_chef; |
| purchaseingredient\_Update | grant execute on procedure purchaseingredient\_Update to res\_chef; |
| purchaseingredient\_Delete | grant execute on procedure purchaseingredient\_Delete to res\_chef; |
| registered\_visitors\_Insert | grant execute on procedure registered\_visitors\_Insert to res\_chef; |
| ingredientes\_Insert | grant execute on procedure ingredientes\_Insert to res\_chef; |
| ingredientes\_Update | grant execute on procedure ingredientes\_Update to res\_chef; |
| ingredientes\_Delete | grant execute on procedure ingredientes\_Delete to res\_chef; |
| Employee\_Insert | grant execute on procedure Employee\_Insert to res\_chef; |
| Employee\_Update | grant execute on procedure Employee\_Update to res\_chef; |
| Dishes\_Insert | grant execute on procedure Dishes\_Insert to res\_chef; |
| Dishes\_Update | grant execute on procedure Dishes\_Update to res\_chef; |
| Dishes\_Delete | grant execute on procedure Dishes\_Delete to res\_chef; |
| Res\_administrator | visitors\_Insert | execute | grant execute on procedure visitors\_Insert to res\_administrator; |
| visitors\_Update | grant execute on procedure visitors\_Update to res\_administrator; |
| visitors\_Delete | grant execute on procedure visitors\_Delete to res\_administrator; |
| wood\_tables\_Insert | grant execute on procedure wood\_tables\_Insert to res\_administrator; |
| wood\_tables\_Update | grant execute on procedure wood\_tables\_Update to res\_administrator; |
| wood\_tables\_Delete | grant execute on procedure wood\_tables\_Delete to res\_administrator; |
| zones\_Insert | grant execute on procedure zones\_Insert to res\_administrator; |
| zones\_Update | grant execute on procedure zones\_Update to res\_administrator; |
| zones\_Delete | grant execute on procedure zones\_Delete to res\_administrator; |
| smeta\_Insert | grant execute on procedure smeta\_Insert to res\_administrator; |
| smeta\_Update | grant execute on procedure smeta\_Update to res\_administrator; |
| smeta\_Delete | grant execute on procedure smeta\_Delete to res\_administrator; |
| registered\_visitors\_Insert | grant execute on procedure registered\_visitors\_Insert to res\_administrator; |
| registered\_visitors\_Update | grant execute on procedure registered\_visitors\_Update to res\_administrator; |
| registered\_visitors\_Delete | grant execute on procedure registered\_visitors\_Delete to res\_administrator; |
| providers\_Insert | grant execute on procedure providers\_Insert to res\_administrator; |
| providers\_Update | grant execute on procedure providers\_Update to res\_administrator; |
| providers\_Delete | grant execute on procedure providers\_Delete to res\_administrator; |
| purchaseingredient\_Insert | grant execute on procedure purchaseingredient\_Insert to res\_administrator; |
| Employee\_Insert | grant execute on procedure Employee\_Insert to res\_administrator; |
| Employee\_Update | grant execute on procedure Employee\_Update to res\_administrator; |
| Employee\_Delete | grant execute on procedure Employee\_Delete to res\_administrator; |
| Booking\_insert | grant execute on procedure booking\_insert to Res\_administrator; |
| Booking\_update | grant execute on procedure booking\_delete to Res\_administrator; |
| Booking\_delete | grant execute on procedure booking\_update to Res\_administrator; |

![](data:image/png;base64,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)

|  | Информация по объектам | |
| --- | --- | --- |
| Запрос | select  information\_schema.tables.table\_name as "Название таблиц",  string\_agg(distinct information\_schema.columns.column\_name, ', ') as "Столбцы",  string\_agg(distinct pg\_indexes.indexname, ', ') as "Индексы",  string\_agg(distinct information\_schema.routines.routine\_name, ', ') as "Список процедур",  n\_live\_tup as "Кол-во записей в таблицах"  from information\_schema.tables  inner join information\_schema.columns  on information\_schema.columns.table\_name = information\_schema.tables.table\_name  inner join pg\_indexes  on information\_schema.tables.table\_name = pg\_indexes.tablename  inner join information\_schema.routines  on information\_schema.tables.table\_name = substring(information\_schema.routines.routine\_name, 1, length(information\_schema.tables.table\_name))  inner join pg\_stat\_user\_tables  on information\_schema.tables.table\_name = pg\_stat\_user\_tables.relname  where  information\_schema.tables.table\_schema = 'public'and  routine\_type = 'PROCEDURE' and  information\_schema.tables.table\_schema = 'public' and  indexname not like 'pk\_%'  group by  information\_schema.tables.table\_name,  n\_live\_tup  union all  select  (select  count(\*)::text  from information\_schema.tables  where  table\_schema = 'public'),  (select  count(information\_schema.columns.column\_name)::text  from information\_schema.tables  inner join information\_schema.columns  on information\_schema.columns.table\_name = information\_schema.tables.table\_name  where  information\_schema.tables.table\_schema = 'public'),  (select  count(pg\_indexes.indexname)::text  from information\_schema.tables  inner join pg\_indexes  on information\_schema.tables.table\_name = pg\_indexes.tablename  where  information\_schema.tables.table\_schema = 'public' and  indexname not like 'pk\_%'),  (select  count(information\_schema.routines.routine\_name)::text from information\_schema.routines  where  routine\_type = 'PROCEDURE' and  routine\_name not in ('structure\_create','structure\_re\_create')),  (select  sum(n\_live\_tup)  from pg\_stat\_user\_tables); | |
| Результат локальной БД |  | |
| Результат удалённой БД |  | |
| Параметры | | PostgreSQL |
| Номер версии | | 3.1.0.1 |
| Что сделано | | * Созданы 3 таблиц; * Созданы 17 столбцов; * Созданы 10 индексjd; * Созданы 9 хранимые процедуры; * Произведено распределение доступа ролей к таблицам и хранимым процедурам; * Создан Backup файл. |